Model Prep & Normalization

##Data Prep for Modeling  
  
##Remove Highly Correlated Variables  
rmVars <- c('YearRemodAdd', 'GarageYrBlt', 'GarageArea', 'GarageCond', 'TotalBsmtSF', 'TotRmsAbvGrd')  
  
df.combined <- df.combined[, !(names(df.combined) %in% rmVars)]  
  
##Remove Outliers  
df.combined <- df.combined[-c(524, 1299),]

##Prepping Predictor Variables  
  
numeric.VarNames <- numeric.VarNames[!(numeric.VarNames %in% c('MSSubClass', 'MoSold', 'YrSold', 'SalePrice', 'OverallQual', 'OverallCond'))]  
numeric.VarNames <- append(numeric.VarNames, c('Age', 'TotalPorchSqFt', 'TotalBath', 'TotalSqFt'))  
  
df.numeric <- df.combined[, names(df.combined) %in% numeric.VarNames]  
str(df.numeric)

## 'data.frame': 2913 obs. of 30 variables:  
## $ LotFrontage : int 65 80 68 60 84 85 75 80 51 50 ...  
## $ LotArea : int 8450 9600 11250 9550 14260 14115 10084 10382 6120 7420 ...  
## $ YearBuilt : int 2003 1976 2001 1915 2000 1993 2004 1973 1931 1939 ...  
## $ MasVnrArea : num 196 0 162 0 350 0 186 240 0 0 ...  
## $ BsmtFinSF1 : num 706 978 486 216 655 ...  
## $ BsmtFinSF2 : num 0 0 0 0 0 0 0 32 0 0 ...  
## $ BsmtUnfSF : num 150 284 434 540 490 64 317 216 952 140 ...  
## $ X1stFlrSF : int 856 1262 920 961 1145 796 1694 1107 1022 1077 ...  
## $ X2ndFlrSF : int 854 0 866 756 1053 566 0 983 752 0 ...  
## $ LowQualFinSF : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ GrLivArea : int 1710 1262 1786 1717 2198 1362 1694 2090 1774 1077 ...  
## $ BsmtFullBath : num 1 0 1 1 1 1 1 1 0 1 ...  
## $ BsmtHalfBath : num 0 1 0 0 0 0 0 0 0 0 ...  
## $ FullBath : int 2 2 2 1 2 1 2 2 2 1 ...  
## $ HalfBath : int 1 0 1 0 1 1 0 1 0 0 ...  
## $ BedroomAbvGr : int 3 3 3 3 4 1 3 3 2 2 ...  
## $ KitchenAbvGr : int 1 1 1 1 1 1 1 1 2 2 ...  
## $ Fireplaces : int 0 1 1 1 1 0 1 2 2 2 ...  
## $ GarageCars : num 2 2 2 3 3 2 2 2 2 1 ...  
## $ WoodDeckSF : int 0 298 0 0 192 40 255 235 90 0 ...  
## $ OpenPorchSF : int 61 0 42 35 84 30 57 204 0 4 ...  
## $ EnclosedPorch : int 0 0 0 272 0 0 0 228 205 0 ...  
## $ X3SsnPorch : int 0 0 0 0 0 320 0 0 0 0 ...  
## $ ScreenPorch : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolArea : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ MiscVal : int 0 0 0 0 0 700 0 350 0 0 ...  
## $ TotalBath : num 3.5 2.5 3.5 2 3.5 2.5 3 3.5 2 2 ...  
## $ Age : num -2000 -1974 -1999 -1969 -1997 ...  
## $ TotalSqFt : num 2566 2524 2706 2473 3343 ...  
## $ TotalPorchSqFt: int 61 0 42 307 84 350 57 432 205 4 ...

df.categoric <- df.combined[, !(names(df.combined) %in% numeric.VarNames)]  
df.categoric <- df.categoric[, names(df.categoric) != 'SalePrice']  
str(df.categoric)

## 'data.frame': 2913 obs. of 49 variables:  
## $ MSSubClass : Factor w/ 16 levels "1 Story 1946+",..: 6 1 6 7 6 5 1 6 5 16 ...  
## $ MSZoning : Factor w/ 5 levels "C (all)","FV",..: 4 4 4 4 4 4 4 4 5 4 ...  
## $ Street : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ Alley : Factor w/ 3 levels "Grvl","None",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ LotShape : int 3 3 2 2 2 2 3 2 3 3 ...  
## $ LandContour : Factor w/ 4 levels "Bnk","HLS","Low",..: 4 4 4 4 4 4 4 4 4 4 ...  
## $ LotConfig : Factor w/ 5 levels "Corner","CulDSac",..: 5 3 5 1 3 5 5 1 5 1 ...  
## $ LandSlope : int 2 2 2 2 2 2 2 2 2 2 ...  
## $ Neighborhood : Factor w/ 25 levels "Blmngtn","Blueste",..: 6 25 6 7 14 12 21 17 18 4 ...  
## $ Condition1 : Factor w/ 9 levels "Artery","Feedr",..: 3 2 3 3 3 3 3 5 1 1 ...  
## $ Condition2 : Factor w/ 8 levels "Artery","Feedr",..: 3 3 3 3 3 3 3 3 3 1 ...  
## $ BldgType : Factor w/ 5 levels "1Fam","2fmCon",..: 1 1 1 1 1 1 1 1 1 2 ...  
## $ HouseStyle : Factor w/ 8 levels "1.5Fin","1.5Unf",..: 6 3 6 6 6 1 3 6 1 2 ...  
## $ OverallQual : int 7 6 7 7 8 5 8 7 7 5 ...  
## $ OverallCond : int 5 8 5 5 5 5 5 6 5 6 ...  
## $ RoofStyle : Factor w/ 6 levels "Flat","Gable",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ RoofMatl : Factor w/ 8 levels "ClyTile","CompShg",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ Exterior1st : Factor w/ 15 levels "AsbShng","AsphShn",..: 13 9 13 14 13 13 13 7 4 9 ...  
## $ Exterior2nd : Factor w/ 16 levels "AsbShng","AsphShn",..: 14 9 14 16 14 14 14 7 16 9 ...  
## $ MasVnrType : int 1 0 1 0 1 0 2 2 0 0 ...  
## $ ExterQual : int 4 3 4 3 4 3 4 3 3 3 ...  
## $ ExterCond : int 3 3 3 3 3 3 3 3 3 3 ...  
## $ Foundation : Factor w/ 6 levels "BrkTil","CBlock",..: 3 2 3 1 3 6 3 2 1 1 ...  
## $ BsmtQual : int 4 4 4 3 4 4 5 4 3 3 ...  
## $ BsmtCond : int 3 3 3 4 3 3 3 3 3 3 ...  
## $ BsmtExposure : int 1 4 2 1 3 1 3 2 1 1 ...  
## $ BsmtFinType1 : int 6 5 6 5 6 6 6 5 1 6 ...  
## $ BsmtFinType2 : int 1 1 1 1 1 1 1 4 1 1 ...  
## $ Heating : Factor w/ 6 levels "Floor","GasA",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ HeatingQC : int 5 5 5 4 5 5 5 5 4 5 ...  
## $ CentralAir : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ Electrical : Factor w/ 5 levels "FuseA","FuseF",..: 5 5 5 5 5 5 5 5 2 5 ...  
## $ KitchenQual : int 4 3 4 4 4 3 4 3 3 3 ...  
## $ Functional : int 7 7 7 7 7 7 7 7 6 7 ...  
## $ FireplaceQu : int 0 3 3 4 3 0 4 3 3 3 ...  
## $ GarageType : Factor w/ 7 levels "2Types","Attchd",..: 2 2 2 6 2 2 2 2 6 2 ...  
## $ GarageFinish : int 2 2 2 1 2 1 2 2 1 2 ...  
## $ GarageQual : int 3 3 3 3 3 3 3 3 2 4 ...  
## $ PavedDrive : int 2 2 2 2 2 2 2 2 2 2 ...  
## $ PoolQC : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Fence : Factor w/ 5 levels "GdPrv","GdWo",..: 5 5 5 5 5 3 5 5 5 5 ...  
## $ MiscFeature : Factor w/ 5 levels "Gar2","None",..: 2 2 2 2 2 4 2 4 2 2 ...  
## $ MoSold : Factor w/ 12 levels "1","2","3","4",..: 2 5 9 2 12 10 8 11 4 1 ...  
## $ YrSold : Factor w/ 5 levels "2006","2007",..: 3 2 3 1 3 4 2 4 3 3 ...  
## $ SaleType : Factor w/ 9 levels "COD","Con","ConLD",..: 9 9 9 9 9 9 9 9 9 9 ...  
## $ SaleCondition : Factor w/ 6 levels "Abnorml","AdjLand",..: 5 5 5 1 5 5 5 5 1 5 ...  
## $ Remod : num 0 0 1 1 0 1 1 0 1 1 ...  
## $ New : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodWealth: num 1 1 1 1 2 1 1 1 1 1 ...

cat(length(df.numeric), 'numeric variables &', length(df.categoric), 'categoric variables')

## 30 numeric variables & 49 categoric variables

##Skewness of Numeric Variables  
for(i in 1:ncol(df.numeric)){  
 if(abs(skew(df.numeric[,i])) > 0.8){  
 df.numeric[,i] <- log(df.numeric[,i] + 1)  
 }  
}  
  
##Normalization of Numeric Variables  
Predictor.Vars <- preProcess(df.numeric, method = c("center", "scale"))  
print(Predictor.Vars)

## Created from 2913 samples and 30 variables  
##   
## Pre-processing:  
## - centered (30)  
## - ignored (0)  
## - scaled (30)

df.normal <- predict(Predictor.Vars, df.numeric)  
dim(df.normal)

## [1] 2913 30

##Encoding of Categoric Varibles  
df.dummy <- as.data.frame(model.matrix(~.-1, df.categoric))  
dim(df.dummy)

## [1] 2913 201

##Removing Levels with Few/None Values  
  
##Absent Values in Test Set  
Values.Absent.Test <- which(colSums(df.dummy[1459:2917, ]) == 0)  
colnames(df.dummy[Values.Absent.Test])

## character(0)

##Removing Predictor Values  
df.dummy <- df.dummy[, -Values.Absent.Test]  
  
##Absent Values in Train Set  
Values.Absent.Train <- which(colSums(df.dummy[1:1458, ]) == 0)  
colnames(df.dummy[Values.Absent.Train])

## character(0)

##Removing Predictor Values  
df.dummy <- df.dummy[, -Values.Absent.Train]  
  
##Few Values (<10) in Train Set  
Values.Few.Train <- which(colSums(df.dummy[1:1458, ]) <10)  
colnames(df.dummy[Values.Few.Train])

## character(0)

##Removing Predictor Values  
df.dummy <- df.dummy[, -Values.Few.Train]  
dim(df.dummy)

## [1] 2913 0

##Combine Predictors into Data Frame   
df.combined.predictors <- cbind(df.normal, df.dummy)

##Verifying Skewness of Response Variable (SalePrice)  
skew(df.combined$SalePrice)

## [1] 0.1248346

qqnorm(df.combined$SalePrice)  
qqline(df.combined$SalePrice)

![](data:image/png;base64,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)

##Normally Distribute SalePrice  
df.combined$SalePrice <- log(df.combined$SalePrice)  
  
##Verifying Skewness of Normalized Response Variable (SalePrice)  
skew(df.combined$SalePrice)

## [1] -0.01683804

qqnorm(df.combined$SalePrice)  
qqline(df.combined$SalePrice)

![](data:image/png;base64,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)

##Saving Train & Test Sets  
train.set <- df.combined.predictors[!is.na(df.combined$SalePrice), ]  
str(train.set)

## 'data.frame': 1454 obs. of 30 variables:  
## $ LotFrontage : num -0.0491 0.5756 0.0865 -0.2894 0.7227 ...  
## $ LotArea : num -0.101 0.15 0.462 0.139 0.928 ...  
## $ YearBuilt : num 1.048 0.157 0.982 -1.857 0.949 ...  
## $ MasVnrArea : num 1.227 -0.792 1.154 -0.792 1.447 ...  
## $ BsmtFinSF1 : num 0.785 0.894 0.66 0.389 0.76 ...  
## $ BsmtFinSF2 : num -0.363 -0.363 -0.363 -0.363 -0.363 ...  
## $ BsmtUnfSF : num -0.3241 0.0154 0.2414 0.358 0.3062 ...  
## $ X1stFlrSF : num -0.778 0.43 -0.553 -0.418 0.127 ...  
## $ X2ndFlrSF : num 1.199 -0.862 1.203 1.162 1.263 ...  
## $ LowQualFinSF : num -0.117 -0.117 -0.117 -0.117 -0.117 ...  
## $ GrLivArea : num 0.572 -0.368 0.706 0.584 1.349 ...  
## $ BsmtFullBath : num 1.09 -0.818 1.09 1.09 1.09 ...  
## $ BsmtHalfBath : num -0.252 3.884 -0.252 -0.252 -0.252 ...  
## $ FullBath : num 0.784 0.784 0.784 -1.026 0.784 ...  
## $ HalfBath : num 1.235 -0.755 1.235 -0.755 1.235 ...  
## $ BedroomAbvGr : num 0.171 0.171 0.171 0.171 1.385 ...  
## $ KitchenAbvGr : num -0.201 -0.201 -0.201 -0.201 -0.201 ...  
## $ Fireplaces : num -0.923 0.627 0.627 0.627 0.627 ...  
## $ GarageCars : num 0.309 0.309 0.309 1.622 1.622 ...  
## $ WoodDeckSF : num -0.944 1.256 -0.944 -0.944 1.087 ...  
## $ OpenPorchSF : num 0.835 -1.082 0.665 0.583 0.982 ...  
## $ EnclosedPorch : num -0.428 -0.428 -0.428 2.735 -0.428 ...  
## $ X3SsnPorch : num -0.113 -0.113 -0.113 -0.113 -0.113 ...  
## $ ScreenPorch : num -0.309 -0.309 -0.309 -0.309 -0.309 ...  
## $ PoolArea : num -0.0641 -0.0641 -0.0641 -0.0641 -0.0641 ...  
## $ MiscVal : num -0.189 -0.189 -0.189 -0.189 -0.189 ...  
## $ TotalBath : num 1.592 0.352 1.592 -0.268 1.592 ...  
## $ Age : num -0.888 0.356 -0.841 0.595 -0.745 ...  
## $ TotalSqFt : num 0.175 0.1219 0.3458 0.0563 1.0258 ...  
## $ TotalPorchSqFt: num 0.434 -1.453 0.267 1.167 0.579 ...

View(train.set)  
test.set <- df.combined.predictors[is.na(df.combined$SalePrice), ]  
str(test.set)

## 'data.frame': 1459 obs. of 30 variables:  
## $ LotFrontage : num 0.576 0.613 0.341 0.499 -1.286 ...  
## $ LotArea : num 0.526 0.929 0.868 0.226 -1.132 ...  
## $ YearBuilt : num -0.338 -0.437 0.85 0.883 0.685 ...  
## $ MasVnrArea : num -0.792 1 -0.792 0.371 -0.792 ...  
## $ BsmtFinSF1 : num 0.647 0.875 0.823 0.731 0.454 ...  
## $ BsmtFinSF2 : num 2.284 -0.363 -0.363 -0.363 -0.363 ...  
## $ BsmtUnfSF : num -0.0115 0.2059 -0.3722 0.0856 0.6959 ...  
## $ X1stFlrSF : num -0.636 0.591 -0.526 -0.533 0.474 ...  
## $ X2ndFlrSF : num -0.862 -0.862 1.139 1.129 -0.862 ...  
## $ LowQualFinSF : num -0.117 -0.117 -0.117 -0.117 -0.117 ...  
## $ GrLivArea : num -1.428 -0.208 0.422 0.374 -0.324 ...  
## $ BsmtFullBath : num -0.818 -0.818 -0.818 -0.818 -0.818 ...  
## $ BsmtHalfBath : num -0.252 -0.252 -0.252 -0.252 -0.252 ...  
## $ FullBath : num -1.026 -1.026 0.784 0.784 0.784 ...  
## $ HalfBath : num -0.755 1.235 1.235 1.235 -0.755 ...  
## $ BedroomAbvGr : num -1.044 0.171 0.171 0.171 -1.044 ...  
## $ KitchenAbvGr : num -0.201 -0.201 -0.201 -0.201 -0.201 ...  
## $ Fireplaces : num -0.923 -0.923 0.627 0.627 -0.923 ...  
## $ GarageCars : num -1.003 -1.003 0.309 0.309 0.309 ...  
## $ WoodDeckSF : num 0.966 1.362 1.125 1.328 -0.944 ...  
## $ OpenPorchSF : num -1.082 0.595 0.57 0.595 0.971 ...  
## $ EnclosedPorch : num -0.428 -0.428 -0.428 -0.428 -0.428 ...  
## $ X3SsnPorch : num -0.113 -0.113 -0.113 -0.113 -0.113 ...  
## $ ScreenPorch : num 2.973 -0.309 -0.309 -0.309 3.097 ...  
## $ PoolArea : num -0.0641 -0.0641 -0.0641 -0.0641 -0.0641 ...  
## $ MiscVal : num -0.189 7.409 -0.189 -0.189 -0.189 ...  
## $ TotalBath : num -1.507 -0.887 0.352 0.352 -0.268 ...  
## $ Age : num 1.217 1.361 -0.553 -0.553 -0.266 ...  
## $ TotalSqFt : num -1.005 0.288 0.164 0.13 0.167 ...  
## $ TotalPorchSqFt: num 0.74 0.198 0.173 0.198 1.028 ...

View(test.set)